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Abstract

After the introduction of agile development techniques, the focus on testing has shifted more
on the quality of the test suite. Consequently, the metrics adopted to evaluate such quality
have become more important for both industry and academia. For the industry, it is a practical
means to improve the effectiveness of the testing practices; for the academia, it is important
to assess the validity of agile methods and comparison of different testing strategies. Mutation
testing provides a repeatable and scientific approach to measure the quality of the test suite [4],
and it is proven to simulate the faults realistically [1, 5]. Although the idea of mutation testing
has been introduced in the late 1970s, it has not found widespread use in real scenarios due
to its computationally expensive nature. Even though mutation testing is proven by academic
research to be the strongest approach to quantify test suite quality, difficulties of this technique
have caused simple code coverage metrics (e.g., statement and branch coverage) to become the
de facto standard test suite quality metric in industry. Therefore to be practical in industrial
settings, it is crucial to smoothen the integration of mutation testing in the industrial environ-
ment, and make use of the benefits of this technique [7]. However, this is not an easy task for
four reasons. First, the overall process of building and testing the software is often complicated,
leading to difficulties in the integration of mutation testing tools. Second, there is a lack of
mature mutation testing tools and as consequence major build management systems have not
developed common standards or requirements for such tools. Third, there is a lower demand for
mutation testing due to a lack of background knowledge about the advantages it offers. For this
reason, the development of new mutation testing tools is hindered, and their smooth integration
is unlikely. Therefore, introduction of a tool capable of easy integration is an important step in
popularizing the use of mutation testing.

To overcome the problem of integration, we propose a solution based on the Cha-Q1 infras-
tructure2 [3]. The Cha-Q environment aims to strike a balance between agility and reliability
through change-centric quality assurance tools. This environment offers a first-class representa-
tion of software artifact changes. Making use of this infrastructure allows easy integration with
compatible continuous integration tools, and easier transformation into new settings supported
by Cha-Q infrastructure.

Our proposal is (i) to create a mutation testing tool on top of Cha-Q meta model, (ii) use
ChaQeko/X (a tool under development in Cha-Q). ChaQeko/X is a program transformation
tool based on Ekeko/X [2]. Its main characteristic is to be template-driven. We exploit this
characteristic to provide customizable mutation operators, and adaptable to the needs of the
developer.

1Change-centric Quality Assurance
2http://soft.vub.ac.be/chaq/
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One important aspect of mutation testing is the use of mutation operators to generate
mutants. These mutation operators are usually based on a simple fault model. However, this
simplicity usually means that lots of mutable statements are found, and as a result lots of
mutants are generated. This leads to adverse effects on performance of this procedure, and
does not allow mutation testing to scale to larger software.

The use of simple mutation operators to generate the faults is justified based on two fun-
damental assumptions. First, the Competent Programmer Hypothesis states that a competent
developer will only make mistakes that are solvable by making few syntactic changes [4]. Second,
the Coupling Effect Hypothesis states that “complex mutants are coupled to simple mutants
in such a way that a test data set that detects all simple mutants in a program will also detect
a large percentage of the complex mutants” [6]. Even though both these hypotheses are true
for simpler faults, the more complex the faults become, the more difficult it gets to detect and
solve as them. Thus, there is a need for more complex fault models to be introduced to tackle
this problem. Using ChaQeko/X allows us to give the developer the option to define their own
mutation operators. These mutation operators can be more complex than the simple mutation
operators that are being widely used. This also means that they will generate less mutants,
and they can target types of faults that are relevant to the project itself rather than the generic
faults.
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